![A person wearing glasses and a suit

Description automatically generated with medium confidence](data:image/jpeg;base64,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)

**YangZhou-B扬州-B**

**Package for Tuning (2nd Generation)**

*11/04/2023*

**Background**

YangZhou, the native city of Chinese Paramount Leader Jiang Zemin (江泽民), is what this Second Generation Tuning Package is named after. The purpose of this package is to provide a sophisticated framework for Greedy tuning. *The Criteria of Second Generation Tuning is to not have to train every specified discrete combination to get the optimum discrete result – or close to the optimum.*

The package takes in X and y data for train, validate and test as DataFrame, as well as a dictionary of {hyperparameters name -> string: hyperparameter values as a list}, and autogenerates all combinations of these hyperparameters to be tuned.

**Algorithm Description**

**YangZhou-B** begins by train-searching (i.e. searching the field by training the combination) all *Cruise Combinations* (mathematical combinations of all *cruise indices* from each dimension: *cruise indices* being i.e. [0, 4], [0, 5], [0, 3, 6] or [0, 4, 7] for dimensions containing 5, 6, 7 and 8 values respectively. The maximum gap between two indices is 5, minimum is 3).

Then, starting with the median combination (median index of each dimension) as the initial core, the *Guidance Algorithm* is activated, in which the all the horizontal/vertical neighbouring combinations are searched (i.e. all the combinations which is same as the core except for one dimension being +1 or -1 compared to previously). If score(neighbour)-score(core)>= -0.005, then the the neighbour is added as the new core.

The *Guidance Algorithm* is then repeated for each of the new cores. When no new cores need to be tested, the maximum scoring combination have all surrounding neighbours searched, and if a new maximum scoring combination is found, then it will also get its neighbours searched until no new maximum scoring combination can be found. The *Guidance Algorithm* is then terminated.

The *Cruise algorithm* is then subsequently activated, in which each of the cruise combinations scores will be compared to the current best scoring combination and its surrounding +1/-1 neighbour block (including itself). If a cruise combination’s score is higher than the

then the *Guidance* *Algorithm* will be restarted on that Cruise combination.

The *Cruise* *Algorithm* terminates once all cruise combinations have been compared to the warning threshold (which could change as the *Cruise* *Algorithm* goes on)

Once the *Cruise* *Algorithm* ends, the *Guidance* *Algorithm* gets activated one more time starting at the current maximum scoring combination, and the whole *YangZhou-B Algorithm* ends when this call of *Guidance Algorithm* is finished.

*Note: although scores of certain combinations will undoubtedly be called upon multiple times, they can be stored and thus the expensive basic operation of train-searching a combination will only ever need to be completed once for each combination.*

**Algorithm Assumptions**

1. The scores observed from the same {data, model, hyperparameter combination, split size} belongs to the same underlying population which are normally distributed around a theoretical value**.**

*i.e. Accuracies of SVM on a fixed set of hyperparameters with 80-20 split size on the same set of data (but with random holdouts of 80% training data) is considered to be sampled from the same population (and thereby same distribution)*

**Class**

|  |  |
| --- | --- |
| Class | Purpose |
| YangZhouB | Object that performs greedy tuning |

**Methods:**

|  |  |
| --- | --- |
| Methods | Purpose |
| *YangZhouB()* | Initialisation |
| read\_in\_data(train\_x, train\_y, val\_x, val\_y, test\_x, test\_y) | Read in Train Test Split data  Parameters:  train\_x – pd.DataFrame  train\_y - pd.Series  val\_x - pd.DataFrame  val\_y - pd.Series  test\_x - pd.DataFrame  test\_y – pd.Series |
| read\_in\_model(model, type) | Read in the underlying model class that we want to tune to get optimal parameters for  Parameters:  model – any model **class** that allows .fit() and .predict()  type – str – either “Classification” or “Regression” |
| set\_hyperparameters(parameter\_choices) | Read in the different values of each hyperparameters we want to try. Function will automatically generate each combination  Parameters:  parameter\_choices – dict of str:list – str is hyperparameter name (strictly as defined in model class), and list is sorted values of hyperparameter which we want to try out. |
| set\_non\_tuneable\_hyperparameters(non\_tuneable\_hyperparameter\_choice) | Reads in values for non-tuneable hyperparameters (i.e. doesn’t need to clog up the tuning output csv)  Parameters:  non\_tuneable\_hyperparameter\_choices – dict of str:int |
| set\_features(ningxiang\_output) | Reads in feature combinations for tuning  Parameters:  ningxiang\_output – dict of tuple:float |
| set\_tuning\_result\_saving\_address(address) | Set saving address for tuning output csv  Parameters:  Address – str - does not need to include ‘.csv’ |
| tune(key\_stats\_only = False) | Begin tuning process  If key\_stats\_only = True then don’t calculate non important stats  Parameters:  key\_stats\_only – bool |
| tune\_parallel(part, splits, key\_stats\_only = False) | Begin tuning process, splitting all combinations into *splits* parts and tune the *part-*th part (of Cruise).  If key\_stats\_only = True then don’t calculate non important stats  Parameters:  key\_stats\_only – bool |
| read\_in\_tuning\_result\_df(address) | Read in existing DataFrame from .csv consisting of tuning result.  Automatically populates result array and checked array if csv columns match parameter choices  Parameters:  address – str – include ‘.csv’ |
| set\_tuning\_best\_model\_saving\_address( address) | Set address for exporting best model as a pickle  Parameters:  address – str – does not need to include ‘.pickle’ |
| view\_best\_combo\_and\_score() | View the current best combination and its validation score |

**Objects:**

|  |  |
| --- | --- |
| Objects | Purpose |
| train\_x | DataFrame |
| train\_y | Series |
| val\_x | DataFrame |
| val\_y | Series |
| test\_x | DataFrame |
| test\_y | Series |
| tuning\_result | DataFrame |
| model | model **class** |
| parameter\_choices | Dictionary  -str:list – str is hyperparameter name (strictly as defined in model class), and list is sorted values of hyperparameter which we want to try out. |
| hyperparameters | list |
| feature\_n\_ningxiang\_score\_dict | Dictionary  -str:float – str is hyperparameter name (strictly as defined in model class), and float is its NingXiang score |
| non\_tuneable\_parameter\_choices | Dictionary  -str:str/float/int - str is hyperparameter name (strictly as defined in model class), and values are valid hyperparameter values for model |
| checked | np.array |
| result | np.array |
| checked\_core | np.array  value = 1: appended onto list of cores to be checked  value = 2: actually checked as a core |
| been\_cruised | np.array  value = 1: been checked as core, so don’t need to be appended as a cruise  value = 2: actually checked as a cruise combo |
| been\_best | np.array |
| tuning\_result\_saving\_address | str |
| best\_model\_saving\_address | str |
| best\_score = -np.inf | int |
| best\_combo | list |
| best\_clf | model **object** |
| clf\_type | str – ‘Regression’ or ‘Classification’ |
| n\_items | list - denoting how many values in each hyperparameter dimensions |
| regression\_extra\_output\_columns = [  'Train r2',  'Val r2',  'Test r2',  'Train RMSE',  'Val RMSE',  'Test RMSE',  'Train MAPE',  'Val MAPE',  'Test MAPE',  'Time'] | List (pre-setted) |
| classification\_extra\_output\_columns = [  'Train accu',  'Val accu',  'Test accu',  'Train balanced\_accu',  'Val balanced\_accu',  'Test balanced\_accu',  'Train f1',  'Val f1',  'Test f1',  'Train precision',  'Val precision',  'Test precision',  'Train recall',  'Val recall',  'Test recall',  'Time'] | list (pre-setted) |

**Dependencies**

pandas

numpy

scipy

sklearn

**Test Result**

1. Time

YangZhou-B’s algorithm will undoubtedly take more time than JiXi on top of the required time for tuning; but from testing, the maximum time required to run YangZhou-B on a dataset modelled on real data was 2.07 seconds on Google Colab, which is approximately the time to train one combination for the average model.

Thus, YangZhou-B should be a time saver considering the amount of hyperparameter combinations it doesn’t need to tune, especially if each hyperparameter combination takes a long time to tune.

1. Accuracy

|  |  |  |
| --- | --- | --- |
| **Batch** | Percentage of test cases when Algorithm output == Actual Max | Percentage of test cases Algorithm output >= Actual Max – 0.005 |
| 1 | 93.35% | 99.88% |
| 2 | 86.15% | 96.20% |
| 3 | 88.33% | 100.00% |
| 7 | 77.50% | 95.00% |

|  |  |  |
| --- | --- | --- |
| **Batch** | Algorithm output == Actual Max | Algorithm output >= Actual Max – 0.005 |
| Real (4) | 78.26% | 91.30% |

The maximum difference between algorithm output and actual max in batch 4 (real data) was 0.0007.

1. Percentage of Hyperparameter Combinations searched

|  |  |  |  |
| --- | --- | --- | --- |
| **Batch** | Mean | Median | Max |
| 1 | 15.45% | 5.87% | 1% |
| 2 | 12.51% | 5.71% | 73.47% |
| 3 | 8.48% | 1.35% | 65.71% |
| 7 | 10.60% | 1.46% | 83.33% |

|  |  |  |  |
| --- | --- | --- | --- |
| **Batch** | Mean | Median | Max |
| Real (4) | 23.29% | 19.11% | 52.92% |

On average, YangZhou-B only tunes less than 25% of all designated hyperparameter combinations.

**Test Result (Interact)**

1. Time

YangZhouB’s algorithm will undoubtedly take more time than JiXi on top of the required time for tuning; but from testing, the maximum time required to run YangZhouB on a dataset modelled on real data was 13.5435 seconds on Google Colab, which is approximately the time to train one combination for the average model.

Thus, YangZhouB should be a time saver considering the amount of hyperparameter combinations it doesn’t need to tune, especially if each hyperparameter combination takes a long time to tune.

1. Accuracy

|  |  |  |
| --- | --- | --- |
| **Batch** (Interact) | Percentage of test cases when Algorithm output == Actual Max | Percentage of test cases Algorithm output >= Actual Max – 0.005 |
| 1 | 92.71% | 97.74% |
| 2 | 88.33% | 95.83% |

|  |  |  |
| --- | --- | --- |
| **Batch** | Algorithm output == Actual Max | Algorithm output >= Actual Max – 0.005 |
| Real (3) | 78.26% | 91.30% |

The maximum difference between algorithm output and actual max in batch 3 (real data) was 0.0007.

1. Percentage of Hyperparameter Combinations searched

|  |  |  |  |
| --- | --- | --- | --- |
| **Batch** (Interact) | Mean | Median | Max |
| 1 | 21.75% | 11.28% | 100% |
| 2 | 14.22% | 5.99% | 66.67% |

|  |  |  |  |
| --- | --- | --- | --- |
| **Batch** | Mean | Median | Max |
| Real (3) | 23.29% | 19.11% | 52.92% |

On average, YangZhouB only tunes less than 25% of all designated hyperparameter combinations.